**Технологии прикладного анализа данных**

**Лабораторная работа №3**

**Чтение данных**

Ранее мы все значения переменных вносили вручную. В реальных задачах данные мы получаем из внешних источников. Давайте посмотрим, как читать содержимое файлов и записывать их, например, в лист. В течение занятия мы будем работать с файлом data.txt (и его аналогом в Excel data.xlsx), в котором собрана аналитика по некой рекламной кампании.

Для удобства в различных задачах исходный файл разбит на небольшие производные файлы с ограниченным объемом данных.

Так для начала рассмотрим случай файла, в котором содержатся только один столбец файла data.txt с ID пользователей (столбец user\_id).

Файл user\_ids.txt

Для работы с этим файлом скачайте его себе.

Так выглядит столбец с ID  пользователей:

1010

1036

1041

1041

1042

...

Для чтения файлов используется следующая конструкция:

with open( 'user\_ids.txt', 'r' ) as f:

    for line in f:

В ней указываем имя файла (user\_ids.txt), параметр чтения ('r') и обозначаем объект файла как f. У параметра 'r' есть и другие варианты: 'w' - очистить файл для записи в него новых данных. 'a' - открыть файл для добавления новых записей в конец. Эти опции мы рассмотрим на следующих занятиях.

Далее в в цикле "for line in f" проходим по каждой строке файла, записывая ее содержимое в переменную line. Выведем содержимое файла на экран:

with open( 'user\_ids.txt', 'r' ) as f:

    for line in f:

        print( line )

Какое значение будет выведено последним на экран?

**Чтение содержимого файла в лист**

Значения user\_id почему-то выводятся на экран с лишними "пробелами" между строк. Это происходит из-за того, что в текстовых файлах в конце строки всегда стоит служебный символ переноса строки (обозначается как \n и скрывается от пользователя в текстовых редакторах). Чтобы этого избежать можно воспользоваться методом strip(). Он убирает с начала и конца строки переносы строк.

Продолжаем работать с файлом user\_ids.txt

with open( 'user\_ids.txt', 'r' ) as f:

    for line in f:

        print( line.strip() )

Чтобы проводить операции с набором ID пользователей давайте записывать каждый очередной ID в лист user\_ids:

user\_ids = []

with open( 'user\_ids.txt', 'r' ) as f:

    for line in f:

        user\_id = line.strip()

        user\_ids.append( user\_id )

Выведите на экран первые 5 элементов листа user\_ids. Какой ID будет в этом наборе последним?

Сколько всего элементов в этом листе? Напоминание: длину листа можно посчитать с помощью функции len

В листе user\_ids некоторые ID пользователей повторяются, т. к. эти пользователи делали по несколько покупок. Для подсчета уникальных ID этого листа достаточно воспользоваться функцией set. Эта функция преобразует лист в так называемый тип set, содержащий уникальный набор элементов листа. Рассмотрим простой пример:

Пусть дан лист из чисел (из нулей и единиц):

list\_of\_zeros\_and\_ones = [ 0, 1, 0, 1, 0, 1 ]

Тогда функция set вернет нам список уникальных элементов листа, т. е. 0 и 1:

print( set( list\_of\_zeros\_and\_ones ) )

Применим этот функцию к нашему набору ID пользователей. Т. е. получим набор уникальных ID пользователей из листа user\_ids:

unique\_ids = set( user\_ids )

Теперь можем посчитать количество уникальных пользователей в файле:

print( 'Уникальных ID в файле {}'.format( len( unique\_ids ) ) )

Какое количество уникальных ID в файле data.txt?

**Чтение файлов с заголовками**

Часто в файле присутствует заголовок, который нам не надо учитывать в расчетах:

![http://study.skillfactory.ru/c4x/Skillfactory/MLO-6/asset/file_header.JPG](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAeAB4AAD/4RFARXhpZgAATU0AKgAAAAgABAE7AAIAAAA5AAAISodpAAQAAAABAAAIhJydAAEAAAA8AAAQ/OocAAcAAAgMAAAAPgAAAAAc6gAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAANCR0LDRiNC10LLQvtC5INCa0L7QvdGB0YLQsNC90YLQuNC9INCS0LDQu9C10YDRjNC10LLQuNGHAAAABZADAAIAAAAUAAAQ0pAEAAIAAAAUAAAQ5pKRAAIAAAADMDMAAJKSAAIAAAADMDMAAOocAAcAAAgMAAAIxgAAAAAc6gAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADIwMTc6MTI6MjYgMjI6MTE6MDkAMjAxNzoxMjoyNiAyMjoxMTowOQAAABEEMARIBDUEMgQ+BDkEIAAaBD4EPQRBBEIEMAQ9BEIEOAQ9BCAAEgQwBDsENQRABEwENQQyBDgERwQAAP/hC0todHRwOi8vbnMuYWRvYmUuY29tL3hhcC8xLjAvADw/eHBhY2tldCBiZWdpbj0n77u/JyBpZD0nVzVNME1wQ2VoaUh6cmVTek5UY3prYzlkJz8+DQo8eDp4bXBtZXRhIHhtbG5zOng9ImFkb2JlOm5zOm1ldGEvIj48cmRmOlJERiB4bWxuczpyZGY9Imh0dHA6Ly93d3cudzMub3JnLzE5OTkvMDIvMjItcmRmLXN5bnRheC1ucyMiPjxyZGY6RGVzY3JpcHRpb24gcmRmOmFib3V0PSJ1dWlkOmZhZjViZGQ1LWJhM2QtMTFkYS1hZDMxLWQzM2Q3NTE4MmYxYiIgeG1sbnM6ZGM9Imh0dHA6Ly9wdXJsLm9yZy9kYy9lbGVtZW50cy8xLjEvIi8+PHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9InV1aWQ6ZmFmNWJkZDUtYmEzZC0xMWRhLWFkMzEtZDMzZDc1MTgyZjFiIiB4bWxuczp4bXA9Imh0dHA6Ly9ucy5hZG9iZS5jb20veGFwLzEuMC8iPjx4bXA6Q3JlYXRlRGF0ZT4yMDE3LTEyLTI2VDIyOjExOjA5LjAzNDwveG1wOkNyZWF0ZURhdGU+PC9yZGY6RGVzY3JpcHRpb24+PHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9InV1aWQ6ZmFmNWJkZDUtYmEzZC0xMWRhLWFkMzEtZDMzZDc1MTgyZjFiIiB4bWxuczpkYz0iaHR0cDovL3B1cmwub3JnL2RjL2VsZW1lbnRzLzEuMS8iPjxkYzpjcmVhdG9yPjxyZGY6U2VxIHhtbG5zOnJkZj0iaHR0cDovL3d3dy53My5vcmcvMTk5OS8wMi8yMi1yZGYtc3ludGF4LW5zIyI+PHJkZjpsaT7QkdCw0YjQtdCy0L7QuSDQmtC+0L3RgdGC0LDQvdGC0LjQvSDQktCw0LvQtdGA0YzQtdCy0LjRhzwvcmRmOmxpPjwvcmRmOlNlcT4NCgkJCTwvZGM6Y3JlYXRvcj48L3JkZjpEZXNjcmlwdGlvbj48L3JkZjpSREY+PC94OnhtcG1ldGE+DQogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgIDw/eHBhY2tldCBlbmQ9J3cnPz7/2wBDAAcFBQYFBAcGBQYIBwcIChELCgkJChUPEAwRGBUaGRgVGBcbHichGx0lHRcYIi4iJSgpKywrGiAvMy8qMicqKyr/2wBDAQcICAoJChQLCxQqHBgcKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKir/wAARCAEnAY8DASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD6RooooAKK8v8Aid4u8VQ+LNG8FeA5bGx1XVonn/tC+IKxKmTtVSGBJ2n+FuOg7jx/wxqnxM8F2fi7xJaavpFxZ6XrEg1i0uFA+2XBIVmQ7FIHzAgBl6fdPQpNPV7f5Ow3F9N/89T6woryTxx8U9c0i20670ZvDWlWVxpiX7za/dszyl8YiighPmsRnltpBz2xzRb4rXniP4e+DbufSbBo/E+qjSNTtpld02FijmPDAjOMjOcZxzjNUk27db2/G35k3Vk+n/Av+R7TRXjPgnxzBJ8bL3wt4est2iyW7udTvLi4ubi7eI7TslldsxK25QBkZDEHmqKfEv4n33hbX/E+m23hIaVo1zcRPHcR3PnsIjzgBtpOCO4/Cp5lZPyv8tirO9nve36nulFY/hXV5tb8FaPrF6scc17YQ3MqxAhVZ0DEAEk459TXmun/ABK+IPiCE+JPDHhnTL7ww2ofZIbTzJP7QnQMEMoOfLQbsk7h8oBzwN1W4tT5Ov8AwbC3jzdD2Kiq97PcQabPPaWjXVwkTPHbB1QysBkJuJwMnjJ4rzbwr498YzfESPwz4u03Ri9xaNctHo8zyy6bjkJckkqCQQARgE4xkGp3dgeiueo0V4Lqnx18Q6J4ms01GPwu9lc35t20mzvHuNQt49xXdJJGWhVgcHbnPOMdSOkvPGPxE1b4neIfDXgyHwwtvoyQOZNVW4DsJEB6xsQec9h2pLVJrr+g3o2u3+dj1aivKZ/HnjzxBrOtweAdK0OSz8PyG2u5dSkl3Xc6rl0hC4C4IIBfg5ByOQK2q/F3WNT8JeD9S8FWWnxXfiO9Nk8OqiR0gkGQRlCpwGHXHI7UdL+n47feJ6b/ANW3PX6K8l0r4j+LdG8c6vonxDi0IQabob6u8ujpNkhWAxmRvTdxj05qkfin4603w/Y+N9f0HRo/CN7LHmC3nkN9bQyNhJGJ+RuoOAATkD5ecUle1uv+bX5pg9F/Xqez0V474t+KHiaw+Jd94c0XUPBumWlraRXCXHiKaWHzd4GVVlfBPOcY6VXT40a0PhxoniG7tNLgkutfXS7qch/szw5O6aIlgQOOpJHBz6CU7q/9b2/MOtv62v8Ake1UV5O3xc1K28N+IPGE+nWdx4bgufsmiJA7C4vpA/l7y3K+WWzggZ4PB72NP8ceN9A8UaJpvxH0zRUttffybS40iSTNtNjOyUOTnOQMrwMHk01rb+vl6/5oJWje56hRXkngb4w3mteNfFej+Jre0s7XSDcS2c8Mbp5kUEjLIWLMQSBsPGO9afwb+IurfEXS9WvNasbayNrdLHBHAjqfLZAyltzHJwRyMA+lC11Xa/6A9Pvt+p6RRRRQAUV4rr+iX8/xMb+34JpbO5lfyZGJ2MgViqhgeMelei/Dy3it/Aem+Su3zEMjck5YscmuqpQUKanzXvb8b/5HNCs5VHC1t/wt/mdLRRRXKdIUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAHJ+Pfht4e+I2mxWviGGUSW5Jt7q2cJLDnG4AkEEHAyCCPxwa8z8J/swaHYardXPimaXUII7tjZW0Vz8kkGPl8792p39ztIHHpxXvFFC0d0D1VmeXeIPh14lHxMfxL4QudCiiu7FLGU6nbPJJYqPlL24XAztJ4JUHoeDxzFz8DvE8vwt8P8Aha31bT7W70nVpLtr2OWUYjYsQyYQEON3TIHH3q94opJW/rzv+Yf1+FvyPMX+GmpaJ4207WPBn9lwWmleH3020gvGk5n3Mys4VeVJOWOd2c8UzRfhnrVh8Gdf8MXl5YPrGtPdTM8RcW8by9ACV3Y4HOM845xk+o0U3qnfrdfe7v8AEOqfa34K35GP4V0ibRPBWj6PetHJNZWENtK0RJVmRApIJAOOPQV5nZfDT4h+H7OXwz4W8S6ZZeGWv/tUN4Vl/tC3QuHMagfu2GQR8x+YE5wDgeyUU3Jubm93/ncFpHlKWp2t5daLcWunai9jePEVhvREkhifHD7GG1ue38q8v0T4beM7zx9ZeI/Gd9oEEtnaSwSXGhwvHPqBdAmZyVUHAAIxwCMADt67RS63/r+tQ6WPn8fBHxung638Mx6h4ZSw03UkvrZ4oJY5r0hm5ncKQpCHAwrdgTgZr0zw74O1DSfin4q8S3M1s1nrMVskEcbsZEMaYbcCoA56YJ/Cu0op3d7/ANaq36B/X3O/5nld54D8ceH9f16f4darosen+IJmubiLVY5PMtJmGGeIpkNnOcNwMAYPJNW1+EOsadqHgzTLK/09vDvhycXss0gkF5cXJLM/y8oEJK4GcgZ5OOfXqKUfdt5W/Db7gl7179f13PPdT+HE+s/FDVtb1CW3Ojal4fbSHiV284Mzgk427cYzznOe1c2PhZ441LQLHwT4i13R5fCFlImZ7aGRb65ijOUjYH5F7DIJI2jrzn2aimna1un+bf5tg9f68rHjvi34X+Jr/wCJd94j0XT/AAbqdpdWkVulv4ihlm8rYBllVUwDxjOelUoPgnrx8B6fot/d6RLIniQavcWqBxaxQchoYgVJIPXaQByR7n2+ilH3VZf1rf8AMP6/C35HlD/B+7n0HxP4VOoQ23h2+ulvtFMRZpdOlzuZNhAXy93QK3TPQnNWNO8EeNde8UaLqXxI1LRnttAbzrODR0kzcTYx5kpcDGMZwvBJ7V6fRQtP67dfX/JBLXf+r7nhusfA3XNS0+RbbVLK0vJtbvZ5ZUkf5rC6wHj+5y+AOOnvXofgjwfceFdY8SzSNbfZdTvkntI4WJMcaxqgVgQAD8vbNdfRQtPut+X+X4vuJpP+vX/P8gooooGch43/AOQpoH/XxL/6KNXvAX/Ih6V/1x/qa6GitXU/d8lv61/zM+T95z/10/yCiiisjQKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiobmV4xGItu5325YZA4J6fhQBNRVTfdf89If+/R/wDiqN91/wA9If8Av0f/AIqgC3RVTfdf89If+/R/+Ko33X/PSH/v0f8A4qgC3RVTfdf89If+/R/+Ko33X/PSH/v0f/iqALdFVN91/wA9If8Av0f/AIqjfdf89If+/R/+KoAt0VU33X/PSH/v0f8A4qjfdf8APSH/AL9H/wCKoAt0VU33X/PSH/v0f/iqN91/z0h/79H/AOKoAt0VU33X/PSH/v0f/iqN91/z0h/79H/4qgC3RVTfdf8APSH/AL9H/wCKo33X/PSH/v0f/iqALdFVN91/z0h/79H/AOKo33X/AD0h/wC/R/8AiqALdFVN91/z0h/79H/4qjfdf89If+/R/wDiqALdFVN91/z0h/79H/4qjfdf89If+/R/+KoAt0VU33X/AD0h/wC/R/8AiqN91/z0h/79H/4qgC3RVTfdf89If+/R/wDiqN91/wA9If8Av0f/AIqgC3RVTfdf89If+/R/+Ko33X/PSH/v0f8A4qgC3RVTfdf89If+/R/+Ko33X/PSH/v0f/iqALdFVN91/wA9If8Av0f/AIqjfdf89If+/R/+KoAt0VU33X/PSH/v0f8A4qjfdf8APSH/AL9H/wCKoAt0VU33X/PSH/v0f/iqN91/z0h/79H/AOKoAt0VU33X/PSH/v0f/iqN91/z0h/79H/4qgC3RVTfdf8APSH/AL9H/wCKo33X/PSH/v0f/iqALdFVN91/z0h/79H/AOKo33X/AD0h/wC/R/8AiqALdFVN91/z0h/79H/4qjfdf89If+/R/wDiqALdFVN91/z0h/79H/4qjfdf89If+/R/+KoAt0VU33X/AD0h/wC/R/8AiqN91/z0h/79H/4qgC3Va8+/b/8AXX/2RqqWkdovibUpIrC5iumhgE126nyp1G/aqHOCV5zgD7w61bvPv2//AF1/9kam1YAqpqd//ZmnvdfZLq72EDybSLzJDk44XvjOfpXN+LYNXTX9OutASQXM0Etn56w+YsG5kYO3YABW69elc1qti994Bv577RLp9Yv717iGIafJI8J3Ipwdh2fKnfGRXO6u6tt/mv0dznq1XG6S/q3+eh6Te6pZ6fNaRXk3lveTCGAbSd74JxwOOAetMbV4F8QR6OUk+0SWzXIbA2bQwXGc5zk+lcr4w0611gaDq39kPeQwXq/aQ9gzTeThgQYyu8ruIOMe+Ki1rQrfVNeieLSXfT49CmWCM2rJGsm4bF2EDDdwpGRjOMilKpKN3bZv7uW/5/5A6k22lb7Nvm0md7RWR4UW5TwhpSXyyJcLaRrIsoIcEKBgg85rF8Q2cE2tXra3pU2pQSWipp/l2rTiOT5t4BUHy2JKfOcdOvFa1JcmxaqXgpWte3y9TsaK81urMS3eoWeq2dxqOsjTbWOBo4HlEdwUYGTeBtjO4A7yVOB1qxrGlXlxr9z9vIilbyfsl6ujz3bxYUcxyRviIhwxIIGc5OR0l1GpWt1tv/WvkZ+3fLzJf159j0KqN1q1vaapZ6cQ8l1eb2SOMAlUUfNI3PCglRn1YDvXMaxohnl1y++wyTXkdzbvZy+WWZdqx5aP06HJXrjB6Vo2riL4mailw2HuNMt2tQf4kSSQSY+hkjz/ALy1cW5Oz/r+uvkbKTd9P6vY6Sqa6nC+uS6WEk86K3S4Z8DZtZmUDOc5yh7VcoqjRW1uFFcVafaDc6NYmwvVktNVnlnka3YRopWfad5GGB3DlcgdDgkAyaPbi18VTmys/tPntM8l5caXJBNDk5wZ3AEq5+UAYIAHUCo59jplh7X121/F/wCV/O+h2NFcD4Y0y6hvoXu/3F+kMgvAmkTRtcuRzvuCxST5vmBH4Y5Fa3hHwza6fpOkXvkS2+oJYrHcF8h5CyrlZM8naVAAP3RwOOKIyb6BVoQp396/y9TqKq2F99uWc/Zbm28md4cXEezzNpxvX1U9j3qacotvIZlLxhSWUIXJGORtGSfoOtchpxKeHddtNDsbuzk3yy2sYsZLYbSoxs3KoBzngc0OVnbyIp0+eLfmjqlvom1WSwCv5scKzE4G3azMB+OVNWa4qw0/T1udVOmaXd6Tp82mJCZYLFoZGbMgYqm3eXAI6rk9s1f8Gxm3iurePTre3t0KFLmHTXsfPbHIMT/NkYHzdDuwOhojJvfz/Nl1KMYpyT2t08l/Vjc1HUItMtBcTq7IZY4sIATl3VB1PTLDPtVqsXxbaPf+Hzbxxyyb7q23LFuDbRPGWIK8jABOR0xmsHUdGmtLXVrTSbFYbBruCRoEtmeNo9i+ZtiUrvGQNyqeeeCTgkpOPQVOlCcVd2d/8v8AM7iiuGit5LPwrdpbW63VvcXiBrb+xriGK3QhQxFsSXdcjJC8EsfeqtjaXEemGK+06VtJXVy0trDp0kaNAYAVIt/mbZ5pBK885yBggLnu/wCvL/M0+qqzfN+H9a+R3VlfR3yzGFXHkzPC24DllODj2qzXns2mTro8KRaWLfTRqM8j2kunNcKqH/Vk28bAsvPQZwcEjjIvQ6ELqx0G1n866tEu5ndfsstsqxlJMRtG5LCPkKFY4IwOhxSjNtart+Nglh4LXm016dr/ACvptfqdpRXI65odjZaVZ2cfmGCG4kljt5NMkv4MNn5GjjHAXd8vIxjvWtBqMth4Ys7mfSJ45NkaGxso95izgYC8YUdfYfSrUtXcxlR91OLvd+n9foaU13DBPBDK+2S4YrEME7iAWP04B61NXM+KdJ06fUNM1C/0eO/jilKXDCy+0OEKNtyoUsyhiOADgnPvVPXbIXLRnRNOuY1SxxceVG0Hm22Ri3UED5yN2B1XkfLuqXJq5caMZKNnv92/r/XzOse7hjvIbV3xNMrNGuD8wXGeen8Q/OobzU4bK8sbaVJGe+lMUZQAhSEZyTz0wp9a5vVtJ0VtQ0jUp9ASay8h4nUaWZXTKr5YaMIWAAVhyPlzjjNddFt8lPLXam0bV27cD0x2+lUm22n0IlCMYp6u6flqOorK1XX7fSNV0mwuILh31a4a3hkjUFEdY2f58kEAhT0B6dq1aowKcmpwx61DphSQzTQPOrADaFUqDk5znLjtVyiuXtfDNre6rql5fQzLcf2isttMcgxhVjOY88AMQQxH3hwegwru9jWMYSV27W+ZujUojrTaYEk85bcXBbA27SxXGc5zkHtVuiimjN26FOz1SC9vLy0QSR3Fm4WWORcHBGVceqnnBHcEdQQLlc8cyfEpDbniHSmF1j1aVfKB/wC+ZvzNb7krGxRdzAHC5xk+lH2U/wCuwurQ6ivMNDg1KXxhpmoPpL6ckkFwl99m02WEoSuQskjEmZsgEOBgnpkmtLwTZTaZrjWkFklxaC2YvqsukyWdyzl8hHZ8ebxzkDtz74wq8zStvc5Y4ht/D1t+X+eva2p3tY+k+IP7ZvriO10u+SzheSNdQk8oQyuj7GVRv8z7wYZKAHaeemdK8tI76zltpmmWOVdrGCZ4XA9nQhlPuCK5X4c+Hl0Tw+WddRjuJJ7gNHeXk8gC+e5UhJGIXIwcgAtnJJzWy3OlnYUVjeFYrGHRWTTNMu9Mg+1XBMF4rK5cysWfBJO1myw56EdOlbNAwooooAs1WvPv2/8A11/9karNVrz79v8A9df/AGRqACiiigAooooApanq9lo9vHNqErIskgijVI2kZ3PRVVQST9BVmCZbiBJow4V1DASRsjD6qwBB9iK43xrZzzeKPDDR6jc24kvSirGsREZ8tjuG5Cc9ucj271V8SXzQa5fWmsateWcUOmBtNMdyYDczc7m+TaHfO0bOnPC81zuty8za2dv/ACW/9fIwlVak10Vvx8/+AdzHZQQ3s93HHie4VFlfcfmC528dBjJ6VPXndlDrOv63d6fqGq31hONHtZWEMrJ5VwwbLbVI79V4B79BXoMKukCLK/mSKoDPtxuOOTjtW0Xe/wA/wbX6Dp1OdXSsii+u2MevR6NIbhbyWMyR7rWURuAMnEu3YSPQNn2qG+udGl8Tabp94wOqqkl3ZqFcEKuEc7hxj5wCpPOehxWHr/ibQrP4g6FZ3et6dBdReeskEt3GroXRdgKk5BbPHr2qvfa/oenfFywtj4jiinuLWeK6spdVJQS5g8lfIZ9qOQWxhQWyetOPvSt/W1ze253dFedot0l0msNqmpPOviNrNIWu38hYGmMZj8oEKwwSQWBYHGCAABnaXq2pXXj7y59UsLPUV1OWOWyufEEolktlLBUWwMQTmMKyupyfvbiCQSL5kmuv+Sf6il7ra7f5tfoeq1Ui1Szn1W402Kbdd2yLJLFtI2q33TnGD07VbrhtD1ixHxH1Wxtda+0W720ZhhfUDMPNyxcIGY4IwMgdPSs5z5ZRXe/4JsznPlt5s7morm3S6t3glMio4wTFK0bD6MpBH4GvOvC95fLeeFJ5dRvbhtTF4tyJ7h3VgmdmFJwMYHIGfUmvRriJ57WWKKeS3d0KrNEFLRkj7w3Arke4I9qqMueN2gpVOfVaf1c57TJNDHiOSysLjWJ7u1JWRpJr2a3VtoypkYmIsAw+XOQe2RXS1w/w3068t7fVJ7nXdQvkGqX0XkXCQBMi4YeZlIlbccdM7eThRxje8NTWM0Wp/wBnaneaiF1KdZjdMzGCUN80SZAwingAZHuaqK91el/y/wAzepKTk+Z3s7fn/kbVVr6wh1GARXD3CKrbgbe5khbP+8jAkc9M4qzRT3JTcXdFGw0m206R3t5Lxy4wftF7NOPwEjED8KvUUUbBKTk7ydwooooEFFFFABRRRQAUUUUAFFFFAFY6dZHUxqRs7c3yxeSLoxL5ojznZvxnbnnGcZqzRRQAUUUUAFFFFAFe1sLWykuJLaFUe6lM0z8kyPgDJJ9gAPQAAVYoooAKKKKACiiigAooooAKKKKALNVrz79v/wBdf/ZGqzVa8+/b/wDXX/2RqACiiigAooooAKKKKACiiigAorj9Y1PVLd9au4NSMcenTRLBarCmJiyISjEgk5LYG3Byep4Asg69qGqap9j1NII7K7jSCAxLhxsjZ1dipOME424IJPJGAM1O/QzdSztb+tf8jojdW63a2rTxC4ZC6wlxvKg4LBeuPepawXhaLx7byNMZRNZSkK8UeYtrR8K4UPg7iSCxFZ8eoaqLmC7k1FnhfV5LL7KIUCGPc6gk43bhgcggYABB5JOfa63/AM7fqgc7Xutv8rnXVG1zAlzHbvNGs8qs6RFgGdVxuIHUgbhn0yPWua8Pafcx69rDPrN7KI70b4XSALJmFMFsRgj8COn1zN4dX7X4h8Q6hcAm4jvBZR7v+WcKRowUegLOze+4egxUHzL5X/L/ADGpXWq62/P/ACOjqlp2s6Zq/nf2TqNpffZ38ub7NOsnlv8A3W2k4Psau1z+kc+MPEfOObbkf9cqbdmWbNvfWl5JOlpdQzvbSeVOsUgYxPgHawHQ4IOD61PXCaU91o+keOCl2bi5srqR47qS2gjkdvskUgZ/LjRXILdSM4ABzio5dc1vw7Df3N9qT6uToT6msT28caQyoRlUCgHYd44dmI2/e5NPy8k/vTf6MbVvv/VL9Ud/RXH+DbnxJLfSLq8WpyafJbLJHc6n9iD+bnkJ9lcgoVORuGRj7xzxtX9/NqXhq9n8JXVpd3flyJbyLKrR+auRtLDIBBGOc4PUUPQS1NaivP5pbvVfAHiOwl1XXYNStIpDcLfRWfnoDFuEeYozEyMOcrluSMg8Ce9bWND8AWs2l+IJr27urixjguL+GB0jWSWNCNsSJuUhj/tejDrQtZW9PxH287/gdvJIkMTSSuqRoCzMxwFA6kmmW11b3trFdWc8dxbzKHjlicMjqeQQRwQfWsJNG1n+ydUsdR1+e4jlINteCCDz0TaN6Mpi8ojIbHyn5WweRmsWxvdS/wCFd+DE0y7j0+bUFtYZZYrWPCq0DM2yMAIp44wMA44IypOjfml99wtpf1/A7yoEvrSSGGaO6haKchYXWQFZCegU9+h6elcJcalfXHhbU9Nu7+a9Rdbi0k6gdiPLDJJEsmTGFUMPMePKhSCvTINddrOlWd34auNPdEht1gxHsG3yCgyjL/dKkAgjoQKT0jzdP+An+TEtZcv9b2NSmPPFFJGksqI8rbY1ZgC5wTgepwCfoDVHw7fTan4Y0u/ul2T3VnFNIuMYZkBP6mqnjKBJfB+pTM6xS2kD3UE5H+pljUsjj6Eflkd6c/cbv0CHv2t1NyiobSZrixgmkXY8kasyn+EkZxU1NqzsJO6uFFFFIYUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAFmq159+3/wCuv/sjVx3/AAn+q/8AQs/+Tv8A9rqK48c6tMqbPDmxkbcCbvI6EdNnvQB21FcJ/wAJvrv/AEAIv+/5/wDiaP8AhN9d/wCgBF/3/P8A8TQB3dFcJ/wm+u/9ACL/AL/n/wCJo/4TfXf+gBF/3/P/AMTQB3dFcJ/wm+u/9ACL/v8An/4mj/hN9d/6AEX/AH/P/wATQB3dFcJ/wm+u/wDQAi/7/n/4mj/hN9d/6AEX/f8AP/xNAHSw+HbBNdutWntree7mkV4pXgUyQgIFwHPPYnjHWtNIYomkaKNEaRtzlVALnAGT6nAA/CuH/wCE313/AKAEX/f8/wDxNH/Cb67/ANACL/v+f/iaSioqyEopbHVP4f0aTUPt0mkWL3m8P9oa2Qybh0O7Gc8dat/Y7XaB9mhwsnmgeWOHznd/vZJ561xX/Cb67/0AIv8Av+f/AImj/hN9d/6AEX/f8/8AxNCSWwcqXQ7GTS9Pl1FL+WxtnvYxtS5aFTIo54DYyOp/Oq0Oji28Rz6pazeWl5EFurfZkSyLgJIDnghcqeDkBem3nl/+E313/oARf9/z/wDE0f8ACb67/wBACL/v+f8A4mhJLYEktju6xrDwf4a0u6a50zw7pNncMpRpbexjjcqeoJCg4PcVzv8Awm+u/wDQAi/7/n/4mj/hN9d/6AEX/f8AP/xNMZ0Vh4P8M6VJK+l+HdJsnmiMMrW9jHGZEPVDtUZU4HB4rUW1t1mWZYIhKkflK4QblTg7QfTgce1cT/wm+u/9ACL/AL/n/wCJo/4TfXf+gBF/3/P/AMTQB1OleHND0KSWTRNG0/Tnnx5rWlqkRkx03FQM9T19af8A2FpB0uXTDpdl9gmLNJafZ08pyx3ElMYOTyeOtcn/AMJvrv8A0AIv+/5/+Jo/4TfXf+gBF/3/AD/8TQHmdfpmkabotn9k0fT7XT7bcW8m1hWJMnqdqgDNQWXhrQtNt3g07RdPtIZJVmeOC1RFaRSCrkAYLAgEHqCBXL/8Jvrv/QAi/wC/5/8AiaP+E313/oARf9/z/wDE0eYHY6jpdhrFk1nq9jbX9qxBaC6hWVCQcglWBHFYl74C8P3OnWunW2kaba6dFei7mso7GPyZyEK4ZAAM8g5IP3RWT/wm+u/9ACL/AL/n/wCJo/4TfXf+gBF/3/P/AMTSsB1N1oGm3Ph2TQ1tUtrBovKWK2URCIdim37pB5BHQgVHeaPc6j4fj0u91FmLqsd3PHEEa4T+NQM/JuHBI6AnGDgjmv8AhN9d/wCgBF/3/P8A8TR/wm+u/wDQAi/7/n/4mmB3SKsaKiKFVRgADgCqGs6V/bNrHaSzGO1Moa5iC589Bz5ZPZScZ9Rkd81yn/Cb67/0AIv+/wCf/iaP+E313/oARf8Af8//ABNAdLHd0Vwn/Cb67/0AIv8Av+f/AImj/hN9d/6AEX/f8/8AxNAHd0Vwn/Cb67/0AIv+/wCf/iaP+E313/oARf8Af8//ABNAHd0Vwn/Cb67/ANACL/v+f/iaP+E313/oARf9/wA//E0Ad3RXCf8ACb67/wBACL/v+f8A4mj/AITfXf8AoARf9/z/APE0Ad3RXCf8Jvrv/QAi/wC/5/8AiaP+E313/oARf9/z/wDE0Ad3RXCf8Jvrv/QAi/7/AJ/+Jo/4TfXf+gBF/wB/z/8AE0Ad3RXCf8Jvrv8A0AIv+/5/+Jo/4TfXf+gBF/3/AD/8TQB3dFcJ/wAJvrv/AEAIv+/5/wDiaP8AhN9d/wCgBF/3/P8A8TQB3dFcJ/wm+u/9ACL/AL/n/wCJo/4TfXf+gBF/3/P/AMTQB3dFcJ/wm+u/9ACL/v8An/4mj/hN9d/6AEX/AH/P/wATQB3P9nW//PMflR/Z1v8A88x+VW6KAM829gtwLdnhExQyCMsN2wHBbHXGSBn3rPvNW8Madb2k+oaxplrDejdayT3caLcDg5Qk/N1HTPUVX16HVrbxRBqWl6TJqaPp8tmVjnjj8p2dGVnLkfJwclQzD+6a5s6N4i0vw74eTSNN1aHXbPR4rV57Waza13hR+6nEr7igZclol3YJ2tnihbX/AK6/5L7/AJDtv/Xb/g/d8zsr+80DSrq1tdT1Gwsri8bbbRXFwkbznIGEBILHJA49RSX994f0p9mqalp9k25F23NwkZy+do+Yjk7Wx64PpXI+KvDet3muX8jx6xdWOq2MdtPHop0/gKGDo4u13bTvJUox6tkA4J3o/CNtc+LtYvNTsEuLe70m305Z5WBeSMGXzUyDkZ3IT0zx6cNbE31/r+v6+7oP7Ot/+eY/KsO51Ozj8Z2Xh+2jsp5ZoZJrn/To1mtgoGw+QfnYNk8jgY5rpY41ijWNBhUAUAnPArldauNVPjXSZLXw1qV3aWRkEl3FNahD5iKMgPMr4Bzn5R04zSe+g+g7XfEGhaHf2mnPc2Mmp3VzBClgbpEmKySBN4TliACT05weRW//AGdb/wDPMflXFT6Trn2yfTodDZ45Nei1KTUzcRKkkIljbAG7zC6qoXDKBtThjhVPoFEdYJvf/gL9bid+drp/wX/wCp/Z1v8A88x+VH9nW/8AzzH5VbooGVP7Ot/+eY/Kj+zrf/nmPyq3RQBU/s63/wCeY/Kj+zrf/nmPyq3RQBU/s63/AOeY/Kj+zrf/AJ5j8qt0UAVP7Ot/+eY/Kj+zrf8A55j8qt0UAVP7Ot/+eY/Kj+zrf/nmPyq3RQBU/s63/wCeY/Kj+zrf/nmPyq3RQBU/s63/AOeY/Kj+zrf/AJ5j8qt0UAVP7Ot/+eY/Kj+zrf8A55j8qt0UAVP7Ot/+eY/Kj+zrf/nmPyq3RQBU/s63/wCeY/Kj+zrf/nmPyq3RQBU/s63/AOeY/Kj+zrf/AJ5j8qt0UAVP7Ot/+eY/Kj+zrf8A55j8qt0UAVP7Ot/+eY/Kj+zrf/nmPyq3RQBU/s63/wCeY/Kj+zrf/nmPyq3RQBU/s63/AOeY/Kj+zrf/AJ5j8qt0UAVP7Ot/+eY/Kj+zrf8A55j8qt0UAVP7Ot/+eY/Kj+zrf/nmPyq3RQBU/s63/wCeY/Kj+zrf/nmPyq3RQBU/s63/AOeY/Kj+zrf/AJ5j8qt0UAFFFFAGbq3iDS9CNsuq3iQPdSrFCmCzOzMqDCqCcbnUE9BuGSM1DrXivR/D8yR6rcSxs0ZlbyraWYRRg4MkhRSI0/2nwODzwawviTcRRaVbRR2F/dXcl7aS7rLTZ7kiKK5jdtzRowGAGIBIJ5wDWN4hju5vE99dGHWhpOtaZAIl07TpPOuZE8wG3lfbvt1IkBywj5Y/Ou1gVry3Xd/kVZf1/X9bneXfiLSbHUbGwub2MXWoMFtolBcvlWYHgHAIRsE4BxjOar6r4u0XRL9bPUbqSOUqrOY7aWRIFZtqtK6KViUkHDOVBweeDXHatjQLfwVp89jqVzd6bPby309lpNxcLtS1li3F44yCdxAxnODnGKq+KtL1G41fxLZSpq0lnrkMcllDY2jhLqTyBH5U84BMKBlVsExjDNlmBZQ3o2lrq/nt/wAH7hRs0ru2ifpqdtdeA/B99dS3V54U0O4uJnLyzS6dC7yMeSxYrkk+prciijt4UhgjWKKNQqIi4VQBgAAdBTLOFrexghkfe8caozH+IgYzU1N6aIla6vcKKKKQwooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigCC7vrSwjSS+uobZJJFiRppAgZ2OFUE9STwB1NV9S13SNGlt49X1SysJLptlut1cJEZm44UMRuPI4HqK474q3vh/T9PsZ9WvbC21D7bafZ/tVwqOIhdRNIUDHgYALEdlGegrH8Vapby+KNUS41WwtNL1rRoVtb2QfaGvosyh4LVT8jSEup/jJ3J8jZBC+zzeb/K5Vv6/r+vQ9HuvEOi2OqwaZfavYW2oXGPJtJrlEllycDahOTkgjgU/U9b0rRVhOsanZ6eJ38uE3VwkXmN/dXcRk+wrgPEeoyWvgbTNDv9a0sap/ZsJutFn5vdQcBcRxESZQsysu7y35ORjFR+KNQm0zxbrN7L4h/sfUhZQ/2RaG3idr/wCUkwjerNJmXgpEVbkZJymKkrO2+pnFuS+R6jRTIGke3jaZNkjIC6j+E45FPpPQad1cKKKKBhRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRXGfEnT4p9IsryV5WaDUrFY4t5Eak3cWW2jgtjgE5wM4xk55/xrbrrPjLWbC9s7Gb7HpEVzb3mpOBHp0ZMvmTxKPnMu5V5BQAIPnXgFN2jzev4K5Vj1OivGfEmuXGoaNpi+I7XVkGnwWE+1NKuZY7m7Zo2aQyJGUwgJAGcl2bjKrXX+JbWCbxb4O1UNcM82pbY1m3KIk+yTnAjIG0k9cjd0B4AAqz5uXzsTHVX8r/hc7eiiikAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAZmr+GdB194n13RNO1NoQRG17aRzFAeoG4HHSifwzoNzHYx3OiadMmnY+xLJaRsLXGMeWCPk+6OmOg9KxPiD9ug02zvLTU7m1jj1CzQw27bPML3UatvYckbSRtGAdxznjGL4uu7/AFLxXqml2Taqbix0+GWzFjdvaQ27yGTNxPIGCuoMagIVkPDYRgWwr2jzef5K/wCo7Hok9vDdQmK5hjmjJBKSKGGQcg4PoQD+FZep+EPDWt3n2vWfD2lahc7QnnXdlHK+0dBuZScc15tr/wARIL7TtNjufEdpos9rBY3d7F9uWCaeaUxt5YXcD5aozM3Y5UdAwrr9fnuT4p8KXtnq8z2N5f8AlpBbyAQyRm2mfcxX/WZIUjJ2jauBnJNWfNbzEndX8r/hc7EAKoVQAAMADtS0UUgCiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigDG1/wrpfiZYV1cXrpCwZEt9QuLddwYMGIidQxBAIJyQRxUV94K0LUmtmvbe4le3g+zeZ9tnDzRZz5czB8zJ6rIWByfU5qeOL/WdMs7S60u7itYBe2sU37oPJL5lxGhX5uFXazZOCSSMFcc43i3xJqK+I77S9I1O6tLqxs45ra0sbWO4kvJX3/wCtDoRHCuxQW3RjLnLj5aW0b9Lv8ite53N5p1pf2P2O6hDW+UIjBKgFGDL0x0Kj8qy9Z8G6Rr+oQXupHUDPbkNCbfVbqBY2wRuVY5FUNhiNwGSDjNc1qnjLVNS0fTLnQW+xgRWd3qE2wNsEzoFtwGBGSGZieqqF6bwRq+NLnVdLWHUNN1qWKZp4YLTSkt42S8cv8ysSpc5XccqyBQpY5ANN6Ss97kJ+7ddjrANqgDOAMcnNLRRQMKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAMHxR4XPiiCGCTWtR06GKRJTHZLBh3R1dGJkic8MoOAQD3BqC+8FxX10l0da1S3uXtFs72aB4ka/iBJAkHl4U/M/wA0YRhvOCOML4w13VdDt7WbTbW2eBru3hnmuGJwJZ0j2oqkEnDE7iQBgcNk4zPF3jG/0nUrq3024021+wwJIUvoXle/mk3lLeFUcMHxGeQrn5hhTg0vs3e1/wBP69Stb/1/X+W5oat8N/CGtQ7b3w9pplxGPtAs4jLtj27V3spOMKF+nFNvvA0dz4gh1aw1zU9Kkt7UWtvBaR2rQwR9xGssL7M4GSCMgAdAKo6x47n/ALO0ubw9BFK91FbXly04LLb28rqig4I+dixC9vkYnpg3/F2r63oMP9p2kmmnT4XhRrSaJ2numeQKVRw4CN8w2ja+48cZpu6lZ73/AOB/wCLq2nb/AIP+R04GFAJJIHU96WiigYUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAc54w8P6t4js4LTTdVstPhjniuJPtFg9wzPHIsiYImQAZXBGDkHgiqd94N1CfXDrNlq9paajd6ethqEw07f5iKSd0OZMxN8zfeMi/dyp286HifxLL4eW1aLTJbxZriGKSXeI44hJMkQO4glmy+QoHRTkrkZqeJPGFxo1xepp+nQXcWl2gvNQlubz7MsUbbtqoSjB3IRjglAPly3NLTl8tfy1/ArW5W1P4X6JfWLQWs2o2TsLdS0Op3KIVh2BcxrKqZ2oBnGR16ipNV8J63deJLLUdO1yzS10+EJaWeo2Et0IpMENNvFwhZypxubJAzjlmJl1rx1b6dZ6XNptqdQfURFME8zy/Kt3ZF81jg45kUBe5PoCRY8SeIdS8P5vBpEVxpMHl/arg3myVQzBSY4thD7c5O5k9s0/ted/xITXLptb8DoRnaNxBOOSBiloooGFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAHL+OdM17WdOt7LQrXTpVW5guZJL29khKmKZJAoCxPnO3GcjHoaytX8Iave+JV12Gz0ie5ubOKKSG9uJHj0+4Qti4h/d4kYCQjlY2+UYZdxFdHr3imx8PNbJdx3M0lxLFGFt493liSRY1ZySAo3OOpyecA4OIdc8X2+i3klsmnX+pSW9v8Aarv7CsbfZISSA7hnUnO18KgZjsPHTK05fK7/AC1/ArU5/UPhjN/Zpg0XxJqNoxis4PKKWxj2W5XaAWgZxjDMBuxuY9iat6/o3im916xMUGmaro9iiSJDe372zz3Kn/WyhLd1YLgFVG0Bvmxwu3X1rxhpmi2unzyGW6Goui26WwDMyMVHmckYQb1yf9oDkkCl1vxTHoNwPtWl6jJZKUE+oRInk2+9to3ZcOwyRkorYHXFNt813vf+v67kacvlY3BnaNwAOOQDmloooGFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAHJfEFNUu9JtrLSNCvdTc3ltcu9vLbosaxTpIQfNlQ5IU4wCM9SKxfEGg6rqHiGe/fQ77ULDVLCJDp322GJLe5TeP9KAfEkeJBkK0i/K3yN8prtdW8QaXoRtl1W8SB7qVYoUwWZ2ZlQYVQTjc6gnoNwyRmoda8V6P4fmSPVbiWNmjMreVbSzCKMHBkkKKRGn+0+BweeDS05bef6Fa9ji9R8AeJbbS1j0jVtOuGjtrK0jiuNPd5I44WQnbJ56jBYFz8uTwM8LjS8T/8JDfatZ6bc+H73UtEhjjmu5dOkto/tswORGVlnVkiBAYj5i3Ck4B3dTqviDS9Et7afUrtYo7qZIICqs/mO33QAoJx3z0A5JAqDUvFWkaRqEdnqFxLFI5QFxbSvFGXbagklVSkeTwN7DNO95X8/wAf61IVkreX9f5GuDlQSCCR0PaloooGFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAHFfEm4ii0q2ijsL+6u5L20l3WWmz3JEUVzG7bmjRgMAMQCQTzgGsbxDHdzeJ766MOtDSda0yARLp2nSedcyJ5gNvK+3fbqRIDlhHyx+ddrA+j3d9aWEaSX11DbJJIsSNNIEDOxwqgnqSeAOpqvqWu6Ro0tvHq+qWVhJdNst1urhIjM3HChiNx5HA9RS3jy+f5odzzbVfDPi600m1xpmnaobKzsbO2Y38qyxBXiMp8tYGBLOgy27hUXjg52fGGszXl9beHNR03U4LGSOO41K6stMubxHwc/Z4njiPJI+ZyFwvQbjle3vL+z06JJdQu4LWN5FiR55AgZ2OFUE9STwB3qC613SbHUrfTr3VLK2vrr/AI97Wa4RJZucfKhOW59Kd7yv5/8AB/4JNko28v8AgF4HcoIzgjPIxS0UUDCiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigDjviPYWr6PaXzwq11FqNjHHK3JRTeQlgvpnAzjrgZ6CsHxU8snjPxPZXFzb2lm3h6K4uJ5ITPJ9lUzCRIkPyKc8lm3dhsbqpRUy/htf4v/SbmsVe3/bv4yS/Uy9cGvLoenS6xoGpXsen2lhHbTQT23lNMzRGWVg0wbef9Wvy8fMc4c463xI8fiO9TwtZ2Yt728igvNSllVd1pAr5XkEh5CyFVwSFwWJ4AYoq5a1WvN/qzCK/dX8l+i/rzO2ooopFBRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAH/9k=)

Чем может помешать заголовок?

Если мы будем учитывать заголовок вместе с остальными ID пользователей, то это внесет ошибку во многие наши подсчеты: количество уникальных пользователей в файле, среднее количество заказов на пользователя и другие. Давайте рассмотрим способ, который позволит не учитывать заголовок в расчетах необходимых метрик.

Для этого упражнения используем файл с заголовком:

user\_ids\_headers.txt

Раньше мы всегда читали данные с самой первой строки файла:

with open( 'user\_ids\_headers.txt', 'r' ) as f:

    for line in f:

        print( line.strip() )

Какая строчка появится первой при чтении файла user\_ids\_headers.txt описанным выше способом?

**Как избежать чтения первой строки**

Для того чтобы не учитывать первую строчку, можно использовать нехитрый прием:

1. Заведем переменную Started, которая перед началом прохождения файла равна True.
2. В первом шаге цикла переводим ее в значение False и более ничего не делаем. Тем самым мы пропускаем первую строчку файла (т. е. заголовок).
3. Во втором и следующих шагах цикла значение Started уже всегда будет False. И в этих шагах мы уже выполняем необходимые нам операции со строками:

Started = True

with open( 'user\_ids\_headers.txt', 'r' ) as f:

    for line in f:

        # запись "if Started" эквивалентна "if Started == True"

        if Started:

            # эта строчка выполняется один раз только на первом шаге цикла

            Started = False

        else:

            # эту строчку выполняем со второго и во всех следующих шагах цикла

            print( line.strip() )

1010

1036

1041

1041

1042

...

**Чтение данных из файлов с несколькими столбцами**

Сейчас мы работали только с одним столбцом, но как читать данные из файла, в котором несколько столбцов, т.е. целая таблица?

Возьмем файл data\_3\_columns.txt. В нем у нас есть некоторая статистика по источникам и стоимости заказа.

with open( 'data\_3\_columns.txt', 'r' ) as f:

    for line in f:

        print( line.strip() )

seo google 20,20

sem yandex 15,60

email promo 13,20

sem yandex 9,80

sem google 14,80

...

Для разделения строки line на столбцы используется метод split. В качестве аргумента в нее подставляется разделитель столбцов. Например, в нашем файле разделителем является знак табуляции (красным выделено изменение в коде):

with open( 'data\_3\_columns.txt', 'r' ) as f:

    for line in f:

        line = line.strip().split('\t')

        print( line )

['seo', 'google', '20,20']

['sem', 'yandex', '15,60']

['email', 'promo', '13,20']

['sem', 'yandex', '9,80']

['sem', 'google', '14,80']

...

Теперь в переменной line в каждом шаге цикла будет записан лист с элементами столбцов.

**Приведение к числу**

В этом примере видна проблема - третий столбец должен быть числом (стоимость заказа). Но он выводится в кавычках, еще и через запятую (следствие копирования данных из Excel).

Запомните, во всех основных языках программирования разделителем в числе всегда является точка!

Хорошо, что Python позволяет нам привести к единому виду большие объемы данных. Чтобы исправить запятые на точки можем использовать метод replace. Первым аргументов ставим запятую (элемент, который ищем и заменяем в строке). Вторым - точку (элемент, на который заменяем).

Заодно заменим элементы столбца понятными названиями переменных (medium, source, amount\_paid), которые отражают, какие данные у нас в каком столбце.

with open( 'data\_3\_columns.txt', 'r' ) as f:

    for line in f:

        line = line.strip().split('\t')

        medium = line[0]

        source = line[1]

        amount\_paid = line[2].replace(',', '.')

        print( line )

        print( source, medium, amount\_paid )

['seo', 'google', '20,20']

google seo 20.2

['sem', 'yandex', '15,60']

yandex sem 15.6

['email', 'promo', '13,20']

promo email 13.2

['sem', 'yandex', '9,80']

yandex sem 9.8

['sem', 'google', '14,80']

google sem 14.8

...

Мы заменили запятые на точки, но переменная amount\_paid все еще типа string:

type( amount\_paid )

str

Это не даст нам производить с ней вычисления, как с числом. Например, мы не сможем подсчитать сумму заказов или найти самый дорогой.

Переведем стоимость заказа из строк в тип float с помощью одноименной функции float:

with open( 'data\_3\_columns.txt', 'r' ) as f:

    for line in f:

        line = line.strip().split('\t')

        medium = line[0]

        source = line[1]

        amount\_paid = float( line[2].replace(',', '.') )

        print( source, medium, amount\_paid )

Какое значение amount\_paid будет в последней строчке файла? Не забывайте, что разделителем должна быть точка.

**Подсчет суммы в файлах**

В прошлом блоке нам удалось привести третий столбец в числовой вид. Давайте посчитаем сумму этого столбца в переменную total\_sum.

При работе используем все тот же файл data\_3\_columns.txt

Для понимания процесса на каждом шаге будем выводить на экран сумму total\_sum накопленным итогом. Берем код из прошлого шага и добавляем необходимые строки:

total\_sum = 0

with open( 'data\_3\_columns.txt', 'r' ) as f:

    for line in f:

        line = line.strip().split('\t')

        amount\_paid = float( line[2].replace(',', '.') )

        total\_sum += amount\_paid

        print( 'Текущая сумма расходов: {:.2f}'.format( total\_sum ) )

Текущая сумма расходов: 20.20

Текущая сумма расходов: 35.80

Текущая сумма расходов: 49.00

Текущая сумма расходов: 58.80

Текущая сумма расходов: 73.60

...

Какое значение суммы получаем в последнем примере?

Давайте посчитаем сумму не для всех строк, а при следующем условии: нам необходимо брать только те строки, у которых источник source равен google. Для этого в цикл надо добавить всего одну строчку:

total\_sum = 0

with open( 'data\_3\_columns.txt', 'r' ) as f:

    for line in f:

        line = line.strip().split('\t')

        medium = line[0]

        source = line[1]

        amount\_paid = float( line[2].replace(',', '.') )

        if source == 'google':

            total\_sum += amount\_paid

            print( 'Текущая сумма расходов google: {:.2f}'.format( total\_sum ) )

Текущая сумма расходов google: 20.20

Текущая сумма расходов google: 35.00

Текущая сумма расходов google: 49.40

Текущая сумма расходов google: 63.40

Текущая сумма расходов google: 86.00

...

Текущая сумма расходов google: 1318.80

Какова сумма amount\_paid для строк, у которых source == 'yandex' и medium == 'seo'? Напоминание - одновременные условия в операторе if перечисляются с помощью and.

Python имеет большие возможности по удобной работе с Excel-файлами. Но их чтение занимает гораздо больше времени, чем обычные текстовые файлы. По возможности храните данные в текстовых файлах (например, в CSV-формате) и других приспособленных для этого форматах. Чтение этих файлов начинается почти мгновенно и без затрат по памяти.

Однако, в некоторых ситуациях Excel-файлы очень удобны для хранения небольших справочников и доработки результатов для ваших коллег.

**Библиотека openpyxl**

Будем работать с файлом data.xlsx

Для работы с Excel-файлами нам понадобится библиотека openpyxl. В Anaconda уже установлено много библиотек для работы с данными, поэтому ее вызов сводится к единственной строчке:

import openpyxl

Зададим название Excel-файла и листа в нем:

workbook = 'data.xlsx'

sheetName = 'data'

Для работы с листом остается загрузить его в переменную sheet:

sheet = openpyxl.load\_workbook( workbook ).get\_sheet\_by\_name( sheetName )

Теперь можно работать с этим файлом, просто указывая интересующий диапазон.

Выведем на экран первую строчку листа со столбца A по I:

for line in sheet[ 'A1:I1' ]:

    print( line )

(<Cell 'data'.A1>, <Cell 'data'.B1>, <Cell 'data'.C1>, <Cell 'data'.D1>, <Cell 'data'.E1>, <Cell 'data'.F1>, <Cell 'data'.G1>, <Cell 'data'.H1>, <Cell 'data'.I1>)

Мы получили ссылки на ячейки. У ячейки есть много свойств, с которыми можно работать. Сейчас нас интересует только значение в ячейке. Например, для ячейки A1:

line[0].value

'id'

Какое значение у ячейки E1?

**Чтение содержимого Excel-файла в цикле**

Давайте возьмем столбцы с E по I и посчитаем сумму заказов в этом файле (т. е. сумму значений в столбце I). Выведем сначала первые 5 строк:

for line in sheet[ 'E2:I5' ]:

    medium = line[0].value

    source = line[1].value

    amount\_paid = line[4].value

    print( source, medium, amount\_paid )

google seo 20.2

yandex sem 15.6

promo email 13.2

yandex sem 9.8

При чтении Excel-файла c помощью библиотеки openpyxl мы похоже получили столбец I сразу в нужном числовом типе.

Проверьте, какой сейчас тип у переменной amount\_paid? Напоминание: для проверки типа переменной можно воспользоваться функцией type

Давайте посчитаем сумму столбца I в нашем файле. Для этого пройдемся со второй по последнюю строки столбцов E-I. Сумму значений будем накапливать в переменной total\_amount\_paid.

total\_amount\_paid = 0

for line in sheet[ 'E2:I295' ]:

    amount\_paid = line[4].value

Допишите алгоритм подсчета суммы в столбце I. Какое значение суммы total\_amount\_paid должно получиться?